# UD 3\_1: MANUAL sass

## CARACTERÍSTICAS

Sass (acrónimo de Syntactically Awesome StyleSheets) es una extensión de CSS que añade características muy potentes y elegantes a este lenguaje de estilos. Sass permite el uso de variables, reglas CSS anidadas, mixins, importación de hojas de estilos y muchas otras características, al tiempo que mantiene la compatibilidad con CSS.

Sass permite organizar mejor las hojas de estilos grandes y permite ser mucho más [productivo con las hojas de estilos pequeñas, sobre todo gracias a la librería Compass (http://compass-style.org).](http://compass-style.org/)

En definitiva, Sass incluye las siguientes características:

* 100% compatible con CSS3.
* Permite el uso de variables, anidamiento de estilos y *mixins*.
* Incluye numerosas funciones para manipular con facilidad colores y otros valores.
* Permite el uso de elementos básicos de programación como las directivas de control y las librerías.
* Genera archivos CSS bien formateados y permite configurar su formato.
* [Integración con Firebug gracias a la extensión FireSass (https://addons.mozilla.org/enUS/firefox/addon/103988).](file:///C:\Users\Ainara\Desktop\Integración%20con%20Firebug%20gracias%20a%20la%20extensión%20FireSass%20(https:\addons.mozilla.org\en-%20US\firefox\addon\103988))
* ![Sass](data:image/png;base64,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)

## ¿Por qué es útil Sass?

Normalmente crear una hoja de estilos es relativamente sencillo. Lo malo es cuando el proyecto va creciendo en tamaño: su CSS puede acabar siendo muy difícil de manejar, con todas sus variaciones de colores, tipos de letras, números en todo tipo de propiedades, distintas hojas de estilo, repetición de código, etc..

Sass nos permite una sintaxis más simple, más elegante, implementando además bastantes características extra para hacer más manejable nuestra hoja de estilos.

![Sass compilando](data:image/png;base64,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)

## SINTAXIS

Sass permite el uso de dos sintaxis diferentes para crear sus archivos. La primera, conocida como SCSS (del inglés, Sassy CSS) es la que se utiliza en este manual y es una extensión de la sintaxis de CSS3. Esto significa que cualquier hoja de estilos CSS3 válida también es un archivo SCSS válido.

Además, SCSS es capaz de entender la mayoría de hacks de CSS y la sintaxis específica de [los navegadores, como por ejemplo la vieja sintaxis filter de Internet Explorer (http://msdn.microsoft.com/en-us/library/ms533754%28VS.85%29.aspx). Obvia](http://msdn.microsoft.com/en-us/library/ms533754%28VS.85%29.aspx)mente esta sintaxis básica de CSS se ha mejorado con las características de Sass explicadas en los siguientes capítulos. Los archivos creados con esta sintaxis utilizan la extensión .scss.

La segunda sintaxis, conocida como "sintaxis indentada" o simplemente "sintaxis sass" permite escribir los estilos CSS de manera más concisa. En este caso, el anidamiento de selectores se indica con tabulaciones en vez de con llaves y las propiedades se separan con saltos de línea en vez de con puntos y coma.

Algunos diseñadores consideran que esta segunda sintaxis es más sencilla de leer y más rápida de escribir que SCSS. En cualquier caso, las dos sintaxis tienen exactamente las mismas funcionalidades y sólo se diferencia en su sintaxis. Los archivos creados con esta segunda sintaxis utilizan la extensión .sass .

Una de las ventajas de Sass es que los archivos creados con una sintaxis pueden importar cualquier archivo creado con la otra sintaxis. Además, dispones de una utilidad para la línea de comandos que te permite convertir una sintaxis en otra:

# Convierte un archivo Sass en SCSS

$ sass‐convert estilos.sass estilos.scss

# Convierte un archivo SCSS en Sass

$ sass‐convert estilos.scss estilos.sass

## EXTENSIONES CSS

Este capítulo explica las características que Sass añade a CSS para hacer que tu trabajo como diseñador/a sea más productivo.

### REGLAS ANIDADAS

Sass permite anidar las reglas CSS para que las hojas de estilos sean más concisas y fáciles de escribir. A los selectores anidados se les prefija automáticamente todos los selectores de los niveles superiores. Ejemplo:

#main p {

color: #00ff00;

width: 97%;

.redbox {

background‐color: #ff0000;

color: #000000;

}

}

El código Sass anterior se convierte automáticamente en el siguiente código CSS:

#main p {

color: #00ff00;

width: 97%;

}

#main p .redbox {

background‐color: #ff0000;

color: #000000;

}

Gracias a las reglas anidadas, se evita tener que repetir una y otra vez los mismos selectores y se simplifica enormemente la creación de hojas de estilos complejas. Ejemplo:

#main {

width: 97%;

p, div {

font‐size: 2em;

a {

font‐weight: bold;

}

}

pre {

font‐size: 3em;

}

}

El código Sass anterior se transforma en el siguiente código CSS:

#main {

width: 97%;

}

#main p, #main div {

font‐size: 2em;

}

#main p a, #main div a {

font‐weight: bold;

}

#main pre {

font‐size: 3em;

}

### REFERENCIANDO A LOS SELECTORES PADRE

En ocasiones es necesario modificar el comportamiento por defecto de los selectores anidados. Imagina que quieres aplicar estilos especiales en el estado hover del selector o cuando el elemento <body> de la página tiene una determinada clase.

En estos casos, puedes utilizar el carácter & para hacer referencia al selector padre dentro del cual se encuentra la regla anidada. Ejemplo:

a {

font‐weight: bold;

text‐decoration: none;

&:hover {

text‐decoration: underline;

}

body.firefox & {

font‐weight: normal;

}

}

El código Sass anterior se compila de la siguiente manera:

a {

font‐weight: bold;

text‐decoration: none;

}

a:hover {

text‐decoration: underline;

}

body.firefox a {

font‐weight: normal;

}

El carácter especial & siempre se reemplaza por el selector padre tal y como aparece en el archivo CSS. Esto significa que si tiene una regla anidada, primero se calcula el selector padre completo y después se reemplaza por &. Ejemplo:

#main {

color: black;

a {

font‐weight: bold;

&:hover {

color: red;

}

}

}

El código Sass anterior se compila de la siguiente manera:

#main {

color: black;

}

#main a {

font‐weight: bold;

}

#main a:hover {

color: red;

}

El carácter & siempre debe aparecer al principio de los selectores compuestos, pero sí que puede ir seguido de un sufijo que se aplicará al selector padre. Ejemplo:

#main {

color: black;

&‐sidebar {

border: 1px solid;

}

}

El código Sass anterior se compila de la siguiente manera:

#main {

color: black;

}

#main‐sidebar {

border: 1px solid;

}

Si por cualquier circunstancia no se puede aplicar el sufijo al selector padre, Sass mostrará un mensaje de error indicándote la causa.

### PROPIEDADES ANIDADAS

CSS define varias propiedades cuyos nombres paracen estar agrupados de forma lógica. Así por ejemplo, las propiedades font‐family, font‐size y font‐weight están todas relacionadas con el grupo font. En CSS es obligatorio escribir el nombre completo de todas estas propiedades. Sass permite utilizar el siguiente atajo para definir las propiedades relacionadas:

.funky {

font: {

family: fantasy;

size: 30em;

weight: bold;

}

}

El código Sass anterior se compila de la siguiente manera:

.funky {

font‐family: fantasy;

font‐size: 30em;

font‐weight: bold;

}

También es posible aplicar un valor al propio nombre que agrupa las propiedades:

.funky {

font: 2px/3px {

family: fantasy;

size: 30em;

weight: bold;

}

}

El código Sass anterior se compila de la siguiente manera:

.funky {

font: 2px/3px;

font‐family: fantasy;

font‐size: 30em;

font‐weight: bold;

}

### SELECTORES VARIABLES

Sass también soporta un tipo especial de selector variable que se parece a los selectores de clase o de ID, pero que utiliza % en vez de # o . . No obstante, estos selectores variables solamente deberían usarse con la directiva @extend, tal y como se explica en los siguientes capítulos.

Si utilizas estos selectores sin la directiva @extend, el archivo CSS generado ignorará todas esas reglas Sass.

## COMENTARIOS

Sass soporta el mismo tipo de comentarios que CSS, que utilizan los delimitadores /\* y \*/ y pueden ocupar una o más líneas. Además, Sass también soporta los comentarios de una única línea que utilizan los delimitadores // y que son muy comunes en todos los lenguajes de programación.

La principal diferencia entre estos dos tipos de comentarios es que los comentarios tradicionales (/\* ... \*/) se añaden en el código CSS generado, mientras que los comentarios de una sola línea (// ... ) se eliminan y no aparecen en el código CSS generado. Ejemplo:

/\* Este comentario ocupa varias líneas,

y utiliza el formato tradicional de CSS.

Su contenido aparecerá en el archivo CSS compilado. \*/

body { color: black; }

// Estos comentarios ocupan una sola línea cada uno

// Todos estos comentarios se eliminan al generar el

// archivo CSS y por tanto, el usuario no podrá verlos

a { color: green; }

El código Sass anterior se compila de la siguiente manera:

/\* Este comentario ocupa varias líneas,

y utiliza el formato tradicional de CSS.

Su contenido aparecerá en el archivo CSS compilado. \*/

body { color: black; }

a { color: green; }

Cuando la primera letra de un comentario de una sola línea es !, su contenido siempre se incluye en el archivo CSS compilado. Esto es útil por ejemplo para mantener mensajes como el Copyright de tus hojas de estilos.

## SASSSCRIPT

Además de extender la sintaxis básica de CSS, Sass incluye una serie de extensiones más avanzadas llamadas SassScript. Gracias a estas extensiones, las propiedades pueden utilizar variables, expresiones matemáticas y otras funciones. Sass permite el uso de SassScript para definir cualquier valor de cualquier propiedad.

## SHELL INTERACTIVA

Si quieres experimentar con SassScript antes de empezar a utilizarlo en tus hojas de estilos, puedes hacer uso de "la shell interactiva". Para ello, ejecuta el comando sass añadiendo la opción ‐i y escribe cualquier expresión válida de SassScript. La shell te mostrará el resultado de evaluar esa expresión o un mensaje de error si no es correcta:

$ sass ‐i

>> "¡Hola Mundo!"

"¡Hola Mundo!"

>> 1px + 1px + 1px

3px

>> #777 + #777

#eeeeee

>> #777 + #888

white

### VARIABLES

La funcionalidad básica de SassScript es el uso de variables para almacenar valores que utilizas una y otra vez en tus hojas de estilos. Para ello, utiliza cualquier palabra como nombre de la variable, añádele el símbolo $ por delante y establece su valor como si fuera una propiedad CSS normal. Si por ejemplo de੬nes una variable de la siguiente manera:

$width: 5em;

Ahora ya puedes utilizar la variable llamada $width como valor de cualquier propiedad CSS:

#main {

width: $width;

}

Una limitación importante de las variables es que sólo están disponibles dentro del contexto donde se han definido. Esto significa que, si defines la variable dentro de una regla anidada, sólo estará disponible para esas reglas anidadas. Si quieres poder utilizar una variable como valor de cualquier propiedad de la hoja de estilos, defínela fuera de cualquier selector.

### TIPOS DE DATOS

SassScript soporta seis tipos de datos:

* Números (ejemplo: 1.2, 13 , 10px)
* Cadenas de texto con o sin comillas simples o dobles (ejemplo "foo", 'bar', baz)
* Colores (ejemplo blue, #04a3f9, rgba(255, 0, 0, 0.5) )
* Valores lógicos o booleanos (ejemplo true, false)
* Valores nulos (ejemplo null)
* Listas de valores, separados por espacios en blanco o comas (ejemplo 1.5em 1em 0 2em, Helvetica, Arial, sans‐serif)
* Pares formados por una clave y un valor separados por : (ejemplo (key1: value1, key2: value2))

SassScript también soporta todos los otros tipos de datos soportados por CSS, como por ejemplo los caracteres Unicode o la palabra reservada !important . No obstante, Sass no trata estos valores de manera especial y se limita a considerarlos como si fuera una cadena de texto normal y corriente.

#### CADENAS DE TEXTO

CSS define dos tipos de cadenas de texto: las que tienen comillas (dobles o simples) como por ejemplo "Lucida Grande" o ['http://sass](http://sass/)‐lang.com' ; y las que no tienen comillas, como por ejemplo sans‐serif o bold.

SassScript soporta y reconoce estos dos tipos de cadenas. En general, el archivo CSS compilado mantendrá el mismo tipo de cadena que el que se utilizó en el archivo Sass original.

La única excepción es cuando se utiliza la interpolación #{} que se explica en los próximos capítulos. En este caso, las cadenas siempre se generan sin comillas. Ejemplo:

@mixin firefox‐message($selector) {

body.firefox #{$selector}:before {

content: "Hi, Firefox users!";

}

}

@include firefox‐message(".header");

El código Sass anterior se compila de la siguiente manera:

body.firefox .header:before {

content: "Hi, Firefox users!";

}

#### LISTAS

Las listas son el tipo de dato que utiliza Sass para representar los valores que normalmente se utilizan en las propiedades CSS como margin: 10px 15px 0 0 o font‐face: Helvetica, Arial, sans‐serif. Las listas son simplemente una colección de valores separados por comas o espacios en blanco. Técnicamente, cada elemento de la lista también se considera una lista simple de un solo elemento.

Por si solas las listas no sirven para mucho, pero gracias a las funciones para listas de੬nidas por SassScript que se explican en los siguientes capítulos, puedes conseguir resultados muy avanzados. La función nth() por ejemplo permite acceder al enésimo elemento de una lista, la función join() puede concatenar todos los valores y la función append() puede fusionar varias listas en una sola. Por último, la directiva @each permite aplicar estilos a cada elemento de una lista.

Además de contener valores simples, las listas pueden contener en su interior otras listas. Así por ejemplo, la lista 1px 2px, 5px 6px es una lista de dos elementos, que a su vez son las listas 1px 2px y 5px 6px. Si las listas interiores utilizan el mismo carácter para separar sus elementos que la lista principal, puedes añadir paréntesis para indicar claramente cuáles son los elementos de las listas anidadas. Así, por ejemplo, la lista (1px 2px) (5px 6px) también es una lista de dos elementos cuyos valores son a su vez dos listas con los valores 1px 2px y 5px 6px.

Cuando se genera el archivo CSS, Sass no mantiene los paréntesis de las listas porque CSS no es capaz de entenderlos. Así que los valores (1px 2px) (5px 6px) y 1px 2px 5px 6px de Sass generan el mismo código cuando se compilan a CSS. No obstante, en Sass estos dos valores son diferentes: el primero es una lista que tiene dos listas en su interior y el segundo es una lista de cuatro números.

Las listas también pueden estar vacías y no contener ningún elemento. Estas listas vacías se representan mediante () y no se pueden incluir directamente en el archivo CSS compilado. Así que si defines una regla como font‐family: (), Sass mostrará un mensaje de error. Si una lista contiene valores vacíos o nulos, como por ejemplo 1px 2px () 3px o 1px 2px null 3px, estos valores se eliminan antes de convertir la lista a código CSS.

Las listas separadas por comas pueden incluir una coma después del último elemento. Esto es muy útil por ejemplo para crear listas de un solo elemento. Así por ejemplo (1,) es una lista que contiene el elemento 1, mientras que (1 2 3,) es una lista separada por comas cuyo primer elemento es a su vez una lista separada por espacios en blanco y que contiene los elementos 1, 2 y 3.

#### MAPAS

Los mapas son asociaciones de claves y valores. La clave se utiliza para acceder fácilmente al valor de cualquier elemento del mapa. Se utilizan principalmente para agrupar valores y acceder a ellos dinámicamente. En CSS no existe ningún elemento equivalente a los mapas, pero su sintaxis es similar a las expresiones media query:

$map: (clave1: valor1, clave2: valor2, clave3: valor3);

A diferencia de las listas, los mapas siempre se encierran con paréntesis y los pares clave: valor deben separarse con comas. Tanto las claves como los valores de los mapas pueden utilizar cualquier función o expresión de SassScript. Las claves de un mapa deben ser únicas, por lo que si quieres asociar varios valores a una misma clave, debes utilizar una lista.

Al igual que sucede con las listas, los mapas se pueden manipular mediante funciones de SassScript. La función map‐get() por ejemplo busca un valor dentro del mapa a partir de la clave indicada y la función map\_merge() añade nuevos pares clave: valor a un mapa existente. Además, la directiva @each se puede emplear para aplicar estilos a cada par clave: valor de un mapa.

Los mapas también se pueden utilizar en cualquier función preparada para manipular listas. Si pasas un mapa a una función que espera una lista, el mapa se transforma primero en una lista de pares de valores. Así, por ejemplo, si pasas el mapa (clave1: valor1, clave2: valor2) a una función para listas, este se transforma automáticamente en clave1 valor1, clave2 valor2. Lo contrario no es cierto, ya que no puedes utilizar listas en las funciones preparadas para mapas. La única excepción es la lista vacía (), que representa tanto a un mapa vacío como a una lista vacía.

Los mapas no se pueden convertir directamente a código CSS. Por tanto, si utilizar un mapa como valor de una variable o como argumento de una función CSS, Sass mostrará un mensaje de error.

### OPERADORES

Todos los tipos de datos soportan el operador de igualdad (== y !=) para comprobar si dos valores son iguales o distintos. Además, cada tipo de dato de੬ne otros operadores propios

#### OPERADORES PARA NÚMEROS

SassScript soporta los cinco operadores aritméticos básicos: suma +, resta ‐, multiplicación \*, división / y módulo %. El operador módulo calcula el resto de la división sin decimales (ejemplo: 5 módulo 2 = 1, % % 2 = 1). Además, si realizas operaciones sobre números con diferentes unidades, Sass convertirá automáticamente las unidades siempre que sea posible:

p {

width: 1in + 8pt;

}

El código Sass anterior se compila de la siguiente manera:

p {

width: 1.111in;

}

Con los números también se pueden utilizar los operadores relacionales (<, >, <=, >=) y los de igualdad (==, !=).

**EL PROBLEMA DEL CARÁCTER / CON LA DIVISIÓN DE NÚMEROS**

CSS permite el uso del carácter / para separar números. Como Sass es totalmente compatible con la sintaxis de CSS, debe soportar el uso de esta característica. El problema es que el carácter / también se utiliza para la operación matemática de dividir números. Por todo esto, si utilizas el carácter / para separar dos números en SassScript, en el archivo CSS compilado aparecerán tal cual los has escrito.

No obstante, existen tres situaciones en las que el carácter / siempre se interpreta como una división matemática:

1. Si uno de los operandos de la división es una variable o el resultado devuelto por una función.
2. Si el valor está encerrado entre paréntesis.
3. Si el valor se utiliza como parte de una expresión matemática.

Ejemplo:

p {

// El carácter '/' se interpreta como código CSS normal

font: 10px/8px;

$width: 1000px;

// El carácter '/' se interpreta como una división

width: $width/2; // Uno de los operandos es una variable

width: round(1.5)/2; // Uno de los operados es el resultado de una función height: (500px/2); // Los parénteis encierran la expresión

margin‐left: 5px + 8px/2px; // El '+' indica que es una expresión matemática

}

El código Sass anterior se compila de la siguiente manera:

p {

font: 10px/8px;

width: 500px;

height: 250px;

margin‐left: 9px;

}

Si quieres utilizar el carácter / normal de CSS incluso cuando empleas variables, encierra las variables con #{}. Ejemplo:

p {

$font‐size: 12px;

$line‐height: 30px;

font: #{$font‐size}/#{$line‐height};

}

El código Sass anterior se compila de la siguiente manera:

p {

font: 12px/30px;

}

#### OPERADORES PARA COLORES

Los operadores aritméticos también se pueden aplicar a los valores que representan colores. En este caso, los cálculos siempre se realizan sobre cada componente del color. Esto significa que antes de cada operación, el color se descompone en sus tres componentes R, G y B, para después aplicar la operación a cada componente. Ejemplo:

p {

color: #010203 + #040506;

}

Las tres operaciones realizadas son 01 + 04 = 05, 02 + 05 = 07 y 03 + 06 = 09, por lo que el código CSS compilado resultante es:

p {

color: #050709;

}

En la mayoría de los casos, es mejor utilizar las funciones especiales de SassScript para colores que se explicarán más adelante, en vez de realizar operaciones matemáticas sobre ellos.

Las operaciones matemáticas también se pueden realizar combinando colores y números. Ejemplo:

p {

color: #010203 \* 2;

}

Las tres operaciones realizadas son 01 \* 2 = 02, 02 \* 2 = 04 y 03 \* 2 = 06, por lo que el código CSS compilado resultante es:

p {

color: #020406;

}

Si realizas operaciones sobre colores que incluyen un canal alpha (por ejemplo los que han sido creados con las funciones rgba() o hsla() ) los dos colores deben tener el mismo valor alpha para poder realizar la operación con éxito. El motivo es que los cálculos no afectan al valor alpha. Ejemplo:

p {

color: rgba(255, 0, 0, 0.75) + rgba(0, 255, 0, 0.75);

}

El código CSS compilado resultante es:

p {

color: rgba(255, 255, 0, 0.75);

}

El canal alpha de un color se puede ajustar con la función opacify() o transparentize(). Ejemplo:

$translucent‐red: rgba(255, 0, 0, 0.5);

p {

color: opacify($translucent‐red, 0.3);

background‐color: transparentize($translucent‐red, 0.25);

}

El código Sass anterior se compila de la siguiente manera:

p {

color: rgba(255, 0, 0, 0.8);

background‐color: rgba(255, 0, 0, 0.25);

}

Los filtros de Internet Explorer requieren que todos los colores incluyan una capa alpha, y que lo hagan siguiendo estrictamente el formato #AABBCCDD. Para convertir fácilmente un color a ese formato, utiliza la función ie\_hex\_str(). Ejemplo:

$translucent‐red: rgba(255, 0, 0, 0.5);

$green: #00ff00;

div {

filter: progid:DXImageTransform.Microsoft.gradient(

enabled='false',

startColorstr='#{ie‐hex‐str($green)}',

endColorstr='#{ie‐hex‐str($translucent‐red)}'

);

}

El código Sass anterior se compila de la siguiente manera:

div {

filter: progid:DXImageTransform.Microsoft.gradient(enabled='false', startColorstr=#F F00FF00, endColorstr=#80FF0000);

}

#### OPERADORES PARA CADENAS DE TEXTO

El operador + se puede utilizar para concatenar dos o más cadenas de texto:

p {

cursor: e + ‐resize;

}

El código Sass anterior se compila de la siguiente manera:

p {

cursor: e‐resize;

}

Si la cadena que está a la izquierda del operador + está encerrada por comillas, el resultado de la operación será una cadena con comillas. Igualmente, si la cadena de la izquierda no tiene comillas, el resultado será una cadena sin comillas. Ejemplo:

p:before {

content: "Foo " + Bar;

font‐family: sans‐ + "serif";

}

El código Sass anterior se compila de la siguiente manera:

p:before {

content: "Foo Bar";

font‐family: sans‐serif;

}

Por defecto, si dos valores son contiguos, se concatenan con un espacio en blanco:

p {

margin: 3px + 4px auto;

}

El código Sass anterior se compila de la siguiente manera:

p {

margin: 7px auto;

}

Dentro de una cadena de texto puedes utilizar la sintaxis #{ } para realizar operaciones matemáticas o para evaluar expresiones antes de incluirlas en la cadena. Esta característica se llama "interpolación de cadenas de texto":

p:before {

content: "¡Me he comido #{5 + 10} pasteles!";

}

El código Sass anterior se compila de la siguiente manera:

p:before {

content: "¡Me he comido 15 pasteles!";

}

Cuando interpolas una cadena de texto, los valores nulos se consideran cadenas vacías:

$value: null;

p:before {

content: "¡Me he comido #{$valor} pasteles!";

}

El código Sass anterior se compila de la siguiente manera:

p:before {

content: "¡Me he comido pasteles!";

}

#### OPERADORES PARA VALORES LÓGICOS O BOOLEANOS

SassScript soporta el uso de los tradicionales operadores and, or y not sobre los valores lógicos o booleanos.

#### OPERADORES PARA LISTAS

Sass no define ningún operador especí੬co para las listas de elementos, ya que estas se manipulan mediante las funciones especiales que se explican en los siguientes capítulos.

### PARÉNTESIS

Puedes añadir paréntesis a cualquier expresión Sass para afectar al orden en el que se realizan las operaciones:

p {

width: 1em + (2em \* 3);

}

El código Sass anterior se compila de la siguiente manera:

p {

width: 7em;

}

### FUNCIONES

SassScript define algunas funciones muy útiles para crear las hojas de estilos y que utilizan la misma sintaxis que CSS:

p {

color: hsl(0, 100%, 50%);

}

El código Sass anterior se compila de la siguiente manera:

p {

color: #ff0000;

}

#### ARGUMENTOS con nombre

Para que su uso sea más flexible, a las funciones de Sass les puedes pasar argumentos con nombre. De esta manera no es obligatorio respetar el orden en el que se de੬nieron los argumentos, sólo su nombre:

p {

color: hsl($hue: 0, $saturation: 100%, $lightness: 50%);

}

Aunque obviamente esta forma de usar las funciones no es tan concisa, hace que las hojas de estilo resultantes sean mucho más fáciles de leer. Además, permite que las funciones tengan interfaces más flexibles y fáciles de usar, aún cuando incluyan muchos argumentos.

Los argumentos con nombre se pueden pasar en cualquier orden y puedes omitir los que tienen un valor por defecto. Además, como los argumentos con nombre en realidad son nombres de variables, puedes utilizar indistintamente guiones medios y bajos.

En los próximos capítulos se detalla la lista completa de funciones Sass y los nombres de todos sus argumentos.

### INTERPOLACIÓN

Las variables de੬nidas con SassScript se pueden utilizar incluso en los nombres de los selectores y de las propiedades:

$name: foo;

$attr: border;

p.#{$name} {

#{$attr}‐color: blue;

}

El código Sass anterior se compila de la siguiente manera:

p.foo {

border‐color: blue;

}

También es posible usar #{ } en los valores de las propiedades. Normalmente es mejor utilizar una variable, pero la ventaja de usar #{ } es que todas las operaciones que estén cerca suyo se interpretan como código CSS normal y corriente. Ejemplo:

p {

$font‐size: 12px;

$line‐height: 30px;

font: #{$font‐size}/#{$line‐height};

}

El código Sass anterior se compila de la siguiente manera:

p {

font: 12px/30px;

}

### VARIABLES CON VALORES POR DEFECTO

La palabra reservada !default permite controlar la asignación de valores a las variables de manera mucho más precisa. Si una variable ya tenía un valor asignado, !default hace que se mantenga sin cambios. Si la variable no existía o no tenía ningún valor, se utiliza el nuevo valor asignado. Ejemplo:

$contenido: "Primer contenido";

$contenido: "¿Segundo contenido?" !default;

$nuevo\_contenido: "Tercer contenido" !default;

#main {

contenido: $contenido;

nuevo‐contenido: $nuevo\_contenido;

}

El código Sass anterior se compila de la siguiente manera:

#main {

contenido: "Primer contenido";

nuevo‐contenido: "Tercer contenido";

}

Al utilizar !default, las variables con valores nulos se considera que no han sido asignadas:

$contenido: null;

$contenido: "Contenido no nulo" !default;

#main {

contenido: $contenido;

}

El código Sass anterior se compila de la siguiente manera:

#main {

contenido: "Contenido no nulo";

}

## REGLAS @ Y DIRECTIVAS

Sass soporta todas las reglas @ (también llamadas "reglas at") definidas por CSS3. Además, Sass incluye varias reglas específicas llamadas directivas.

### LA REGLA @IMPORT

Sass mejora la regla @import de CSS para poder importar también archivos SCSS y Sass. Todos los archivos importados, independientemente de su tipo, acaban fusionándose antes de generar el archivo CSS final. Además, cualquier variable o mixin definidos en los archivos importados se pueden utilizar en la hoja de estilos principal.

Los archivos importados se buscan automáticamente en el directorio actual y en Rack, Rails y Merb también se buscan en el directorio de Sass. Utiliza la opción de configuración

:load\_paths para configurar todos los directorios adicionales en los que quieras buscar archivos. También puedes utilizar la opción ‐‐load‐path del comando sass.

La regla @import espera como argumento el nombre del archivo a importar. Por defecto busca un archivo Sass y lo importar directamente, pero a veces esta regla se deja tal cual al compilar el archivo CSS:

* Si la extensión del archivo importado es .css
* Si el nombre del archivo empieza por http://
* Si el nombre del archivo se indica mediante url()
* Si la regla @import tiene alguna media query

Si no se da ninguna de las anteriores circunstancias, y la extensión del archivo importado es

.scss o .sass, entonces se importan directamente los contenidos de ese archivo. Si no se indica la extensión, Sass tratará de buscar un archivo con ese nombre y con las extensiones

.scss o .sass . Ejemplos:

|  |  |
| --- | --- |
| **Regla *@*** | **Resultado** |
| @import "foo.scss"; | Se importa el archivo foo.scss |
| @import "foo"; | Se importa el archivo foo.scss |
| @import "foo.css"; | @import "foo.css"; |
| @import"foo" screen; | @import "foo" screen; |
| @import ["http://foo.com/bar](http://foo.com/bar)"; | @import ["http://foo.com/bar](http://foo.com/bar)"; |
| @import url(foo); | @importnurl(foo); |

También es posible importar varios archivos con una sola regla @import. Ejemplo:

@import "rounded‐corners", "text‐shadow";

Esta regla importaría tanto el archivo rounded‐corners como el archivo text‐shadow.

El nombre del archivo importado también se puede establecer con la interpolación #{ }, pero con ciertas restricciones. No se puede importar dinámicamente un archivo Sass en base al nombre de una variable, pero sí que se puede importar de esta manera un archivo CSS. De forma que la interpolación solamente funciona en la práctica cuando se utiliza url(). Ejemplo:

$family: unquote("Droid+Sans");

@import [url("http://fonts.googleapis.com/css?family=#](http://fonts.googleapis.com/css?family){$family}");

El código Sass anterior se compila de la siguiente manera:

@import [url("http://fonts.googleapis.com/css?family=Droid+Sans](http://fonts.googleapis.com/css?family=Droid%2BSans)");

#### HOJAS DE ESTILOS PARCIALES

Si quieres importar un archivo SCSS o Sass pero no quieres que se compile como archivo CSS, utiliza un guión bajo como primer carácter del nombre del archivo. De esta manera, Sass no generará un archivo CSS para esa hoja de estilos, pero podrás utilizarla importándola dentro de otra hoja de estilos. Este tipo de archivos que no se compilan se denominan "hojas de estilos parciales" o simplemente "parciales" (en inglés, "partials").

Aunque el nombre del archivo tenga un guión bajo, no es necesario indicarlo en la regla @import. Así por ejemplo, si creas un archivo llamado \_colors.scss, entonces no se generará un archivo \_colors.css. Sin embargo, podrás utilizarlo en tus hojas de estilos con la regla @import "colors";, que importará el archivo \_colors.scss.

Obviamente no puedes tener en un mismo directorio una hoja de estilos normal y una parcial con el mismo nombre. Siguiendo el ejemplo anterior, en el mismo directorio no puedes tener un archivo llamado \_colors.scss y otro llamado colors.scss.

#### ANIDANDO RELGAS @IMPORT

Normalmente las reglas @import se colocan en el primer nivel jerárquico de la hoja de estilos. No obstante, también es posible colocarlas dentro de reglas CSS y reglas @media

El funcionamiento de las reglas anidadas es el mismo, pero todos los contenidos importados se incluyen en el mismo nivel en el que se hayan importado. Si por ejemplo el archivo example.scss contiene lo siguiente:

.example {

color: red;

}

Si importas este archivo dentro de una regla CSS:

#main {

@import "example";

}

El archivo CSS compilado resultante sería el siguiente:

#main .example {

color: red;

}

Los archivos importados con reglas @import anidadas no pueden contener elementos y directivas que sólo pueden colocarse en el primer nivel jerárquico de las hojas de estilos, como @mixin o @charset.

Tampoco es posible anidar reglas @import dentro de los mixin y las directivas de control.

### LA REGLA @MEDIA

Las reglas @media en Sass funcionan prácticamente igual que en CSS, con una salvedad: se pueden anidar dentro de las reglas CSS. Si incluyes una regla @media dentro de una regla CSS, se aplicará a todos los selectores que se encuentren desde esa regla hasta el primer nivel de la hoja de estilos. Esto hace que sea muy fácil definir estilos dependientes de los dispositivos sin tener que repetir los selectores y sin tener que romper el dibujo normal de la hoja de estilos Sass. Ejemplo:

.sidebar {

width: 300px;

@media screen and (orientation: landscape) {

width: 500px;

}

}

El código Sass anterior se compila de la siguiente manera:

.sidebar {

width: 300px;

}

@media screen and (orientation: landscape) {

.sidebar {

width: 500px;

}

}

Las reglas @media también se pueden anidar entre sí. El resultado la combinación de todas ellas utilizando el operador and. Ejemplo:

@media screen {

.sidebar {

@media (orientation: landscape) {

width: 500px;

}

}

}

El código Sass anterior se compila de la siguiente manera:

@media screen and (orientation: landscape) {

.sidebar {

width: 500px;

}

}

Por último, las reglas @media también pueden contener expresiones SassScript (incluyendo variables, funciones y operadores) tanto en los nombres como en los valores. Ejemplo:

$media: screen;

$feature: ‐webkit‐min‐device‐pixel‐ratio;

$value: 1.5;

@media #{$media} and ($feature: $value) {

.sidebar {

width: 500px;

}

}

El código Sass anterior se compila de la siguiente manera:

@media screen and (‐webkit‐min‐device‐pixel‐ratio: 1.5) {

.sidebar {

width: 500px;

}

}

### LA REGLA @EXTEND

En ocasiones, es necesario que una clase CSS contenga todos los estilos aplicados a otra regla CSS, además de sus propios estilos. La solución habitual en estos casos consiste en crear una clase genérica que puedan utilizar los dos elementos. Imagina que quieres aplicar estilos a dos tipos de mensajes de error diferentes, uno normal y otro más grave. El código HTML podría ser algo como:

<div class="error seriousError">

¡Acabas de ser hackeado!

</div>

Los estilos CSS podrían ser los siguientes:

.error {

border: 1px #f00;

background‐color: #fdd;

}

.seriousError {

border‐width: 3px;

}

El problema de esta solución es que tienes que acordarte que siempre que apliques la clase .seriousError también tienes que aplicar la clase .error. Esto hace que el mantenimiento de las hojas de estilos se complique y el código HTML de las páginas se complique sin una justificación clara.

Gracias a la regla @extend puedes evitar todos estilos problemas. Esta regla le indica a Sass que un determinado selector debería heredar todos los estilos de otro selector. Ejemplo:

.error {

border: 1px #f00;

background‐color: #fdd;

}

.seriousError {

@extend .error;

border‐width: 3px;

}

El código Sass anterior se compila de la siguiente manera:

.error, .seriousError {

border: 1px #f00;

background‐color: #fdd;

}

.seriousError {

border‐width: 3px;

}

Ahora, todos los estilos que definas para el selector .error también se aplican automáticamente al selector .seriousError, al margen de los estilos propios que pueda definir .seriousError. En la práctica esto significa que cuando apliques la clase .seriousError es como si estuvieras aplicando a la vez la clase .error.

Cualquier otra regla que se aplique al selector .error también se aplicará al selector .seriousError. Imagina que defines el siguiente estilo que se aplica simultáneamente a dos clases CSS:

.error.intrusion {

background‐image: url("/image/hacked.png");

}

Si ahora añades en tus páginas un elemento como <div class="seriousError intrusion">, también se le aplicará el estilo definido por el selector .error.intrusion.

#### FUNCIONAMIENTO INTERNO

Cuando se utiliza la regla @extend, Sass inserta ese selector (por ejemplo .seriousError) en cualquier sitio de la hoja de estilos donde aparezca el otro selector (por ejemplo .error). Ejemplo:

.error {

border: 1px #f00;

background‐color: #fdd;

}

.error.intrusion {

background‐image: url("/image/hacked.png");

}

.seriousError {

@extend .error;

border‐width: 3px;

}

El código Sass anterior se compila de la siguiente manera:

.error, .seriousError {

border: 1px #f00;

background‐color: #fdd;

}

.error.intrusion, .seriousError.intrusion {

background‐image: url("/image/hacked.png");

}

.seriousError {

border‐width: 3px;

}

Al combinar los selectores, la regla @extend es lo bastante inteligente como para evitar las duplicidades innecesarias (un selector como .seriousError.seriousError se transforma automáticamente en .seriousError). También tiene en cuenta los selectores que nunca podrían seleccionar ningún elemento, como por ejemplo #main#footer.

#### EXTENDIENDO SELECTORES COMPLEJOS

Además de los selectores de clase, Sass permite extender cualquier otro elemento que haga referencia a un único elemento, como por ejemplo .special.cool, a:hover o a.user[href^="http://"]. Ejemplo:

.hoverlink {

@extend a:hover;

}

Al igual que en el caso de los selectores de clase, este estilo implica que todos los estilos definidos para el selector a:hover también se aplicarán al selector .hoverlink. Ejemplo:

.hoverlink {

@extend a:hover;

}

a:hover {

text‐decoration: underline;

}

El código Sass anterior se compila de la siguiente manera:

a:hover, .hoverlink {

text‐decoration: underline;

}

Al igual que sucedía antes con el selector .error.intrusion , cualquier regla que utilice el selector a:hover también funcionará para el selector .hoverlink, incluso cuando se combinan con otros selectores. Ejemplo:

.hoverlink {

@extend a:hover;

}

.comment a.user:hover {

font‐weight: bold;

}

El código Sass anterior se compila de la siguiente manera:

.comment a.user:hover, .comment .user.hoverlink {

font‐weight: bold;

}

#### EXTENDIENDO DE VARIOS SELECTORES

Los selectores pueden extender de más de un selector para heredar todos sus estilos. Ejemplo

.error {

border: 1px #f00;

background‐color: #fdd;

}

.attention {

font‐size: 3em;

background‐color: #ff0;

}

.seriousError {

@extend .error;

@extend .attention;

border‐width: 3px;

}

El código Sass anterior se compila de la siguiente manera:

.error, .seriousError {

border: 1px #f00;

background‐color: #fdd;

}

.attention, .seriousError {

font‐size: 3em;

background‐color: #ff0;

}

.seriousError {

border‐width: 3px;

}

En este ejemplo, cualquier elemento con la clase .seriousError es como si también tuviera aplicadas las clases .error y .attention. Como importa el orden en el que se extienden los selectores, el selector .seriousError tiene un color de fondo igual a #ff0 en vez de #fdd, ya que .attention se define después que .error.

La extensión de más de un selector también se puede indicar mediante una lista de selectores separados por comas. Así por ejemplo, el código @extend .error, .attention es equivalente a @extend .error; @extend.attention.

#### EXTENDIENDO A VARIOS NIVELES

Sass también permite extender de un selector que a su vez extiende de otro selector diferente. Ejemplo:

.error {

border: 1px #f00;

background‐color: #fdd;

}

.seriousError {

@extend .error;

border‐width: 3px;

}

.criticalError {

@extend .seriousError;

position: fixed;

top: 10%;

bottom: 10%;

left: 10%;

right: 10%;

}

Ahora aplicar la clase .seriousError equivale también a aplicar la clase .error y la clase .criticalError equivale a aplicar también las clases .seriousError y .error . El código Sass anterior se compila de la siguiente manera:

.error, .seriousError, .criticalError {

border: 1px #f00;

background‐color: #fdd;

}

.seriousError, .criticalError {

border‐width: 3px;

}

.criticalError {

position: fixed;

top: 10%;

bottom: 10%;

left: 10%;

right: 10%;

}

#### SECUENCIAS DE SELECTORES

Las secuencias de selectores, como por ejemplo .foo .bar o .foo + .bar, todavía no se pueden extender. No obstante, sí que es posible utilizar la regla @extend en los selectores anidados. Ejemplo:

#fake‐links .link {

@extend a;

}

a {

color: blue;

&:hover {

text‐decoration: underline;

}

}

El código Sass anterior se compila de la siguiente manera:

a, #fake‐links .link {

color: blue;

}

a:hover, #fake‐links .link:hover {

text‐decoration: underline;

}

**COMBINANDO SECUENCIAS DE SELECTORES**

En ocasiones una secuencia de selectores extiende otro selector que está incluido en otra secuencia de selectores. En este caso, se combinan las dos secuencias de selectores. Ejemplo:

#admin .tabbar a {

font‐weight: bold;

}

#demo .overview .fakelink {

@extend a;

}

Aunque técnicamente sería posible generar todos los selectores resultantes de combinar todos los selectores entre sí, esto haría que la hoja de estilos resultante fuera demasiado larga. Un código tan sencillo como el mostrado anteriormente generaría por ejemplo diez selectores. Así que en vez de generar todas las combinaciones posibles, Sass solamente genera aquellos selectores que probablemente van a ser de utilidad.

Cuando las dos secuencias que se van a combinar no tienen selectores en común, entonces se generan dos nuevos selectores: uno con la primera secuencia por delante de la segunda y otro con la segunda secuencia por delante de la primera. Ejemplo:

#admin .tabbar a {

font‐weight: bold;

}

#demo .overview .fakelink {

@extend a;

}

El código Sass anterior se compila de la siguiente manera:

#admin .tabbar a,

#admin .tabbar #demo .overview .fakelink,

#demo .overview #admin .tabbar .fakelink {

font‐weight: bold;

}

Si las dos secuencias tienen algunos selectores en común, se combinan esos selectores y las diferencias, si exsten, se alternan. En el siguiente ejemplo, las dos secuencias tienen el selector #admin, así que los selectores resultantes serán el resultado de combinar esos dos selectores de id:

#admin .tabbar a {

font‐weight: bold;

}

#admin .overview .fakelink {

@extend a;

}

El código Sass anterior se compila de la siguiente manera:

#admin .tabbar a,

#admin .tabbar .overview .fakelink,

#admin .overview .tabbar .fakelink {

font‐weight: bold;

}

#### SELECTORES EXCLUSIVOS PARA REGLAS @EXTEND

Las hojas de estilos también pueden contener clases que no se utilizan directamente en el código HTML y que sólo se definen para agrupar estilos que luego se utilizan mediante reglas @extend. Esto es común cuando se escriben librerías para Sass, ya que puede ser interesante ofrecer a los diseñadores la posibilidad de extender o ignorar algunas clases en sus estilos.

Si utilizaras clases normales, acabarías generando un código CSS demasiado grande y poco optimizado. Incluso correrías el peligro de generar colisiones con otras clases que sí que se utilizan en el código HTML. Por este motivo Sass soporta los selectores variables con la sintaxis %foo.

Los selectores variables (en inglés, "placeholder parameters") se parecen a los selectores de clase o de id, pero utilizan el carácter % en vez de . o #. Estos nuevos selectores se pueden utilizar en cualquier lugar en el que utilices los selectores de clase o de id y están preparados para no generar código CSS al compilar las hojas de estilos. Ejemplo:

// Este estilo no se incluirá en el archivo CSS compilado

#context a%extreme {

color: blue;

font‐weight: bold;

font‐size: 2em;

}

La ventaja de los selectores variables es que se pueden extender, de la misma manera que el resto de selectores. Ejemplo:

.notice {

@extend %extreme;

}

El código Sass anterior se compila de la siguiente manera:

#context a.notice {

color: blue;

font‐weight: bold;

font‐size: 2em;

}

#### LA OPCIÓN !OPTIONAL

Cuando extiendes un selector que no existe, Sass genera un error. Si utilizas por ejemplo el código a.important {@extend .notice} pero no existe el selector .notice, entonces se produce un error. También se produciría un error si el único selector que contiene la clase .notice fuera h1.notice , ya que h1 entraría en conflicto con a y no se generaría ningún selector.

No obstante, en ocasiones puede ser útil permitir que @extend no genere ningún selector. Para ello, añade la opción !optional justo después del selector. Ejemplo:

a.important {

@extend .notice !optional;

}

#### USANDO @EXTEND EN LAS DIRECTIVAS

Existen algunas restricciones que impiden usar @extend en el interior de directivas como @media. Sass por ejemplo no es capaz de hacer que las reglas CSS que se encuentran fuera de la directiva @media se apliquen a los selectores de su interior sin generar un código CSS gigantesco con selectores y estilos duplicados por todas partes. Por lo tanto, si utilizas @extend con la directiva @media o con otras directivas CSS, sólo debes extender los selectores que están encerrados por esas directivas.

El siguiente ejemplo funciona correctamente:

@media print {

.error {

border: 1px #f00;

background‐color: #fdd;

}

.seriousError {

@extend .error;

border‐width: 3px;

}

}

Pero el siguiente código produciría un error:

.error {

border: 1px #f00;

background‐color: #fdd;

}

@media print {

.seriousError {

// ESTILO INVÁLIDO: .error se utiliza fuera de la directiva "@media print"

@extend .error;

border‐width: 3px;

}

}

En un futuro es posible que los navegadores soporten de manera nativa la directive @extend, por lo que sería posible utilizarla dentro de @media y otras directivas.

### LA REGLA @AT-ROOT

Las directivas @at‐root hacen que una o más reglas se generen en la raíz de la hoja de estilos en vez de anidarse en sus selectores. Se puede utilizar tanto con selectores individuales como con bloques de selectores. Ejemplo:

// selector individual

.parent {

@at‐root .child { ... }

}

// bloques de selectores

.parent {

@at‐root {

.child1 { ... }

.child2 { ... }

}

}

El código Sass anterior se compila de la siguiente manera:

.child { ... }

.child1 { ... }

.child2 { ... }

#### MODIFICANDO LA REGLA @AT-ROOT CON WITH Y WITHOUT

Por defecto la regla @at‐root simplemente excluye todos los selectores. No obstante, también es posible modificar su comportamiento para que salga o no de cualquier directive @media en la que se encuentre esa regla. Ejemplo:

@media print {

.page {

width: 8in;

@at‐root (without: media) {

color: red;

}

}

}

El código Sass anterior se compila de la siguiente manera:

@media print {

.page {

width: 8in;

}

}

.page {

color: red;

}

La regla @at‐root (without: ...) hace que el estilo se aplique en la raíz de la hoja de estilos y fuera de cualquier media query. También es posible excluir varias directivas separándolas con espacios en blanco: @at‐root (without: media supports) saca los estilos fuera de las queries @media y @supports.

La regla @at‐root admite otros dos valores especiales. El valor rule se refiere a las reglas CSS normales, por lo que @at‐root (without: rule) es equivalente a @at‐root sin ninguna query. Por su parte, la regla @at‐root (without: all) significa que los estilos deben sacarse de cualquier directiva o regla CSS.

Si en vez de indicar las directivas o reglas CSS que se excluyen quieres indicar explícitamente las que se inlcuyen, utiliza with en vez de without. Así por ejemplo, los estilos @at‐root (with: rule) se moverán fuera de cualquier directiva pero mantendrán todas las reglas CSS.

### LA REGLA @DEBUG

La regla @debug muestra por la consola el valor de la expresión SassScript indicada. Se trata de una regla útil para depurar hojas de estilos muy complejas y que utilizan expresiones SassScript muy avanzadas. Ejemplo:

@debug 10em + 12em;

El código anterior mostraría en la consola el siguiente mensaje:

Line 1 DEBUG: 22em

### LA REGLA @WARN

La regla @warn muestra el valor de una expresió SaasScript en forma de mensaje de error. Se trata de una regla muy útil para que los creadores de las librerías avisen a los diseñadores sobre el uso de características que se han declarado obsoletas. También sirve para mostrar errores en el uso de mixins que Sass ha podido corregir automáticamente. Existen dos diferencias principales entre @warn y @debug:

1. Puedes desactivar los mensajes de error con la opción ‐‐quiet de la línea de comandos o con la opción de configuración :quiet de Sass.
2. Los mensajes de error de @warn también se incluyen en la hoja de estilos generada para que el usuario pueda ver tanto los errores como el lugar exacto en el que se producen.

Ejemplo:

@mixin adjust‐location($x, $y) {

@if unitless($x) {

@warn "Assuming #{$x} to be in pixels";

$x: 1px \* $x;

}

@if unitless($y) {

@warn "Assuming #{$y} to be in pixels";

$y: 1px \* $y;

}

position: relative; left: $x; top: $y;

}

## DIRECTIVAS DE CONTROL Y EXPRESIONES

SassScript define algunas directivas de control básicas y expresiones para incluir estilos solamente si se cumplen determinadas condiciones o para incluir el mismo estilo varias veces con ligeras variaciones.

**NOTA**

Las directivas de control son una característica muy avanzada que rara vez se utiliza directamente en las hojas de estilos. Sin embargo, son muy útiles para definir mixins y otras características avanzadas de librerías como [Compass (http://compass-style.org)](http://compass-style.org/).

### LA FUNCIÓN IF()

La functión if() permite tomar decisiones para que una hoja de estilos incluya unos u otros estilos en función de unas determinadas condiciones. La función if() solamente evalúa el argumento que corresponde al valor que va a devolver, por lo que en el otro valor puedes hacer referencia a variables que no existen o realizar cálculos que en circunstancias normales causarían algún error (como por ejemplo dividir por cero).

### LA DIRECTIVA @IF

La directiva @if evalúa una expresión SassScript y solamente incluye los estilos definidos en su interior si la expresión devuelve un valor distinto a false o null. Ejemplo:

p {

@if 1 + 1 == 2 { border: 1px solid; }

@if 5 < 3 { border: 2px dotted; }

@if null { border: 3px double; }

}

El código Sass anterior se compila de la siguiente manera:

p {

border: 1px solid;

}

La directiva @if puede ir seguida de una o más directivas @else if y una directiva @else. Si la expresión evaluada por @if es false o null, Sass evalúa por orden el resto de directivas @else if hasta que alguna no devuelva false o null. Si ninguna directiva @else if llega a ejecutarse, se ejecuta la directive @else si existe. Ejemplo:

$type: monster; p {

@if $type == ocean {

color: blue;

} @else if $type == matador {

color: red;

} @else if $type == monster {

color: green;

} @else {

color: black;

}

}

El código Sass anterior se compila de la siguiente manera:

p {

color: green;

}

### LA DIRECTIVA @FOR

La directiva @for muestra repetidamente un conjunto de estilos. En cada repetición se utiliza el valor de una variable de tipo contador para ajustar el resultado mostrado. La directiva puede utilizar dos sintaxis: @for $var from <inicio> through <final> and @for $var from <inicio> to <final>.

La diferencia entre las dos sintaxis es el uso de las palabras clave through o to. El valor $var puede ser cualquier variable, mientras que <inicio> y <final> son expresiones SassScript que deben devolver números enteros. Cuando el valor de <inicio> es mayor que el de <final> el valor del contador se decrementa en vez de incrementarse.

En cada repetición del bucle, la directiva @for asigna a la variable $var el valor del contador y repite los estilos utilizando el nuevo valor de $var. En la sintaxis from ... through, los estilos se repiten desde <inicio> hasta <final>, ambos inclusive. Por su parte, en la sintaxis from ... to los estilos se repiten desde <inicio> hasta <final>, sin incluir este último. Ejemplo:

@for $i from 1 through 3 {

.item‐#{$i} {

width: 2em \* $i;

}

}

El código Sass anterior se compila de la siguiente manera:

.item‐1 { width: 2em;}

.item‐2 { width: 4em;}

.item‐3 { width: 6em;}

### LA DIRECTIVA @EACH

La sintaxis habitual de la directiva @each es la siguiente @each $var in <lista o mapa>. El valor $var puede ser cualquier variable y <lista o mapa> es una expresión \*SassScript\*\* que devuelve una lista o un mapa.

El funcionamiento de @each es el siguiente: se recorre toda la lista o mapa y en cada iteración, se asigna un valor diferente a la variable $var antes de compilar los estilos. Ejemplo:

@each $animal in puma, sea‐slug, egret, salamander {

.#{$animal}‐icon {

background‐image: url('/images/#{$animal}.png');

}

}

El código Sass anterior se compila de la siguiente manera:

.puma‐icon {

background‐image: url('/images/puma.png');

}

.sea‐slug‐icon {

background‐image: url('/images/sea‐slug.png');

}

.egret‐icon {

background‐image: url('/images/egret.png');

}

.salamander‐icon {

background‐image: url('/images/salamander.png');

}

#### ASIGNACIÓN MÚLTIPLE

La directiva @each también puede utilizar varias variables de forma simultánea, como, por ejemplo: @each $var1, $var2, ... in <lista>. Si <lista> es una lista formada por listas, a cada variable se le asigna un elemento de cada sublista. Ejemplo:

@each $animal, $color, $cursor in (puma, black, default),

(sea‐slug, blue, pointer),

(egret, white, move) {

.#{$animal}‐icon {

background‐image: url('/images/#{$animal}.png');

border: 2px solid $color;

cursor: $cursor;

}

}

El código Sass anterior se compila de la siguiente manera:

.puma‐icon {

background‐image: url('/images/puma.png');

border: 2px solid black;

cursor: default;

}

.sea‐slug‐icon {

background‐image: url('/images/sea‐slug.png');

border: 2px solid blue;

cursor: pointer;

}

.egret‐icon {

background‐image: url('/images/egret.png');

border: 2px solid white;

cursor: move;

}

Como los mapas se consideran listas formadas por pares clave: valor, también en este caso se puede utilizar la asignación múltiple. Ejemplo:

@each $header, $size in (h1: 2em, h2: 1.5em, h3: 1.2em) {

#{$header} {

font‐size: $size;

}

}

El código Sass anterior se compila de la siguiente manera:

h1 {font‐size: 2em;}

h2 {font‐size: 1.5em;}

h3 {font‐size: 1.2em;}

### LA DIRECTIVA @WHILE

La directiva @while toma una expresión SassScript y repite indefinidamente los estilos hasta que la expresión da como resultado false. Aunque esta directiva se usa muy poco, se puede utilizar para crear bucles más avanzados que los que se crean con la directiva @for. Ejemplo:

$i: 6;

@while $i > 0 {

.item‐#{$i} {

width: 2em \* $i;

}

$i: $i ‐ 2;

}

El código Sass anterior se compila de la siguiente manera:

.item‐6 { width: 12em;}

.item‐4 { width: 8em;}

.item‐2 { width: 4em;}

## DIRECTIVAS MIXIN

Los mixins permiten definir estilos reutilizables en toda la hoja de estilos sin tener que recurrir a clases CSS no semánticas del tipo .float‐left. Los mixins también pueden contener reglas CSS y cualquier otro elemento deᓈnido por Sass. Los mixins incluso admiten el uso de argumentos, como si fueran funciones, para poder modiᓈcar su comportamiento y ofrecer así una mayor ᓈexibilidad.

### DEFINIENDO MIXINS CON LA DIRECTIVA @MIXIN

Los mixins se definen con la directiva @mixin seguida del nombre del mixin (y opcionalmente una lista de argumentos) y seguida por el bloque de contenidos que deᓈnen los estilos del mixin. El siguiente ejemplo define un mixin sin argumentos llamado large‐text :

@mixin large‐text {

font: {

family: Arial;

size: 20px;

weight: bold;

}

color: #ff0000;

}

Además de estilos, los mixins también pueden contener selectores, incluso con referencias al selector padre. Ejemplo:

@mixin clearfix {

display: inline‐block;

&:after {

content: ".";

display: block;

height: 0;

clear: both;

visibility: hidden;

}

\* html & {

height: 1px

}

}

### INCLUYENDO MIXINS CON @INCLUDE

Los mixins se incluyen en las hojas de estilos mediante la directiva @include seguida del nombre del mixin y opcionalmente por una lista de argumentos. El resultado es que todos los estilos definidos por el mixin se incluyen en el mismo punto en el que se llama al mixin. Ejemplo:

.page‐title {

@include large‐text;

padding: 4px;

margin‐top: 10px;

}

El código Sass anterior se compila de la siguiente manera:

.page‐title {

font‐family: Arial;

font‐size: 20px;

font‐weight: bold;

color: #ff0000;

padding: 4px;

margin‐top: 10px;

}

Los mixins también se pueden incluir en el nivel jerárquico superior de la hoja de estilos, es decir, fuera de cualquier selector o regla. Obviamente, estos mixins no pueden incluir ninguna referencia al selector padre, ya que se produciría un error. Ejemplo:

@mixin silly‐links {

a {

color: blue;

background‐color: red;

}

}

@include silly‐links;

El código Sass anterior se compila de la siguiente manera:

a {

color: blue;

background‐color: red;

}

Los mixins también pueden incluir en su interior otros mixins. Ejemplo:

@mixin compound {

@include highlighted‐background;

@include header‐text;

}

@mixin highlighted‐background { background‐color: #fc0; }

@mixin header‐text { font‐size: 20px; }

Aunque no es muy habitual, los mixins también pueden incluirse a sí mismos de manera recursiva. En las versiones de Sass anteriores a la 3.3 esta recursividad no estaba permitida.

### ARGUMENTOS

Los argumentos de los mixins pueden estar formados por cualquier expresión SassScript. Estos argumentos están disponibles en el interior del mixin en forma de variables.

Cuando se deᓈne un mixin, los argumentos se definen como una serie de variables separadas por comas, y todo ello encerrado entre paréntesis. Después, cuando se utiliza un mixin deben pasarse los valores de los argumentos en ese mismo orden. Ejemplo:

@mixin sexy‐border($color, $width) {

border: {

color: $color;

width: $width;

style: dashed;

}

}

p { @include sexy‐border(blue, 1in); }

El código Sass anterior se compila de la siguiente manera:

p {

border‐color: blue;

border‐width: 1in;

border‐style: dashed;

}

Los mixins también pueden especificar valores por defecto para sus argumentos. De esta manera, si al llamar a un mixin no se pasa el valor de ese argumento, se utiliza en su lugar el valor por defecto. Ejemplo:

@mixin sexy‐border($color, $width: 1in) {

border: {

color: $color;

width: $width;

style: dashed;

}

}

p { @include sexy‐border(blue); }

h1 { @include sexy‐border(blue, 2in); }

El código Sass anterior se compila de la siguiente manera:

p {

border‐color: blue;

border‐width: 1in;

border‐style: dashed;

}

h1 {

border‐color: blue;

border‐width: 2in;

border‐style: dashed;

}

#### ARGUMENTOS CON NOMBRE

Cuando se utiliza un mixin también es posible indicar el nombre de sus argumentos:

p { @include sexy‐border($color: blue); }

h1 { @include sexy‐border($color: blue, $width: 2in); }

Aunque esta sintaxis es menos concisa que la anterior, hace que las hojas de estilos sean más fáciles de leer. Además, permite que los mixins tengan interfaces más flexibles y fáciles de usar, aún cuando incluyan muchos argumentos.

Los argumentos con nombre se pueden pasar en cualquier orden y puedes omitir los que tienen un valor por defecto. Además, como los argumentos con nombre en realidad son nombres de variables, puedes utilizar indistintamente guiones medios y bajos.

#### ARGUMENTOS VARIABLES

En ocasiones es necesario que un mixin acepte un número indeterminado de argumentos. Si por ejemplo tienes un mixin que añade sombras a los elementos HTML, es preciso que ese mixin acepte cualquier número de sombras como argumentos. Por eso Sass soporta la creación de mixins con un número variable de argumentos.

Para indicar que un mixin tiene un número variable de argumentos, después del ultimo argumento se añaden tres puntos ( ... ). Esto hará que todos los argumentos sobrantes se guarden como una lista en ese último argumento. Ejemplo:

@mixin box‐shadow($shadows...) {

‐moz‐box‐shadow: $shadows;

‐webkit‐box‐shadow: $shadows;

box‐shadow: $shadows;

}

.shadows {

@include box‐shadow(0px 4px 5px #666, 2px 6px 10px #999);

}

El código Sass anterior se compila de la siguiente manera:

.shadows {

‐moz‐box‐shadow: 0px 4px 5px #666, 2px 6px 10px #999;

‐webkit‐box‐shadow: 0px 4px 5px #666, 2px 6px 10px #999;

box‐shadow: 0px 4px 5px #666, 2px 6px 10px #999;

}

Los argumentos variables también contienen todos los argumentos con nombre pasados al mixin o función. Puedes acceder a ellos mediante la función keywords($args), que devuelve un mapa de cadenas de texto en las que el nombre de la variable no contiene el carácter $.

Los argumentos variables también se pueden utilizar cuando se llama a un mixin. Utilizando la misma sintaxis de los tres puntos ( ... ) puedes expandir una lista de valores para pasar cada elemento de la lista como si fuera un argumento. Cuando esta sintaxis se utiliza con mapas, cada par clave: valor se transforma en un argumento con el nombre clave. Ejemplo:

@mixin colors($text, $background, $border) {

color: $text;

background‐color: $background;

border‐color: $border;

}

$values: #ff0000, #00ff00, #0000ff;

.primary {

@include colors($values...);

}

$value‐map: (text: #00ff00, background: #0000ff, border: #ff0000);

.secondary {

@include colors($value‐map...);

}

El código Sass anterior se compila de la siguiente manera:

.primary {

color: #ff0000;

background‐color: #00ff00;

border‐color: #0000ff;

}

.secondary {

color: #0000ff;

background‐color: #ff0000;

border‐color: #00ff00;

}

También es posible pasar una lista de argumentos y un mapa siempre que la lista se pase primero, como por ejemplo: @include colors($values..., $map...) .

Los argumentos variables pueden servir por ejemplo para crear un mixin que modifique otro mixin existente añadiendo nuevos estilos. Ejemplo:

@mixin wrapped‐stylish‐mixin($args...) {

font‐weight: bold;

@include stylish‐mixin($args...);

}

.stylish {

// El argumento $width se pasa con nombre al mixin "stylish‐mixin"

@include wrapped‐stylish‐mixin(#00ff00, $width: 100px);

}

### PASANDO BLOQUES DE CONTENIDOS A LOS MIXINS

A los mixins también se les puede pasar un bloque entero de reglas CSS. Este contenido se incluirá en el lugar donde el mixin haya definido la directiva @content. Gracias a esta característica es posible abstraer ciertas partes de la deᓈnición de los selectores y directivas. Ejemplo:

@mixin apply‐to‐ie6‐only {

\* html {

@content;

}

}

@include apply‐to‐ie6‐only {

#logo {

background‐image: url(/logo.gif);

}

}

El código Sass anterior se compila de la siguiente manera:

\* html #logo {

background‐image: url(/logo.gif);

}

Estos mixins también se pueden definir mediante los siguientes atajos:

=apply‐to‐ie6‐only

\* html

@content

+apply‐to‐ie6‐only

#logo

background‐image: url(/logo.gif)

**NOTA**

Cuando se incluye la directiva @content más de una vez o se incluye dentro de un bucle, los contenidos se repiten para cada aparición de @content.

### CONTENXTO VARIABLES Y BLOQUES DE CONTENIDOS

Los bloques de contenidos pasados a los mixins se evalúan en el contexto en el que están definidos, no en el contexto del mixin. Esto significa que los bloques de contenidos no pueden utilizar las variables locales deᓈnidas en el mixin. Ejemplo:

$color: white;

@mixin colors($color: blue) {

background‐color: $color;

@content;

border‐color: $color;

}

.colors {

@include colors {

color: $color;

}

}

El código Sass anterior se compila de la siguiente manera:

.colors {

background‐color: blue;

color: white;

border‐color: blue;

}

De esta forma, las variables que se utilizan en los bloques que se pasan a los mixins siempre hacen referencia a las variables defnidas alrededor de ese bloque o directamente en el nivel jerárquico superior de la hoja de estilos. Ejemplo:

#sidebar {

$sidebar‐width: 300px;

width: $sidebar‐width;

@include smartphone {

width: $sidebar‐width / 3;

}

}

## DIRECTIVAS DE FUNCIÓN

Al margen de las funciones propias definidas por Sass, también es posible definir funciones propias para que puedas utilizarlas en tus hojas de estilos. Ejemplo:

$grid‐width: 40px;

$gutter‐width: 10px;

@function grid‐width($n) {

@return $n \* $grid‐width + ($n ‐ 1) \* $gutter‐width;

}

#sidebar { width: grid‐width(5); }

El código Sass anterior se compila de la siguiente manera:

#sidebar {

width: 240px;

}

Al igual que sucede con los mixins, las funciones pueden acceder a cualquier variable global y también pueden aceptar argumentos. El contenido de una función puede estar formado por varias líneas, pero siempre debe acabar con una directiva de tipo @return para devolver el resultado de su ejecución.

Las funciones propias también admiten el uso de argumentos con nombre. De hecho, la función del ejemplo anterior también se puede utilizar de la siguiente manera:

#sidebar {

width: grid‐width($n: 5);

}

Para evitar posibles conflictos en el nombre de las funciones, es aconsejable añadirles un prefijo. Así además los usuarios sabrán claramente que esas funciones no forman parte ni de Sass ni de CSS. Una buena idea consiste en utilizar como prefijo tu nombre o el de tu empresa. Si trabajas por ejemplo para la empresa ACME S.A., la función anterior podría haberse llamado ‐acme‐grid‐width.

Por último, las funciones propias también soportan el uso de un número variable de argumentos, tal y como se explicó en el capítulo de los mixins.

## FORMATO DE SALIDA

El formato utilizado por Sass para compilar los archivos CSS no sólo es adecuado sino que refleja bien la estructura del documento. No obstante, como los gustos (y las necesidades) de los diseñadores/as son muy particulares, Sass permite configurar cómo se generan los archivos.

En concreto, Sass permite elegir entre cuatro formatos diferentes mediante la opción de configuración :style o mediante la opción ‐‐style de la consola de comandos.

### EL FORMATO :NESTED

Este es el estilo por defecto de Sass, que indenta y anida todos los selectores y estilos para reflejar fielmente la estructura del archivo Sass original. Cada propiedad se muestra en su propia línea y cada regla se indenta tanto como sea necesario en función de su anidamiento. Ejemplo:

#main {

color: #fff;

background‐color: #000;

}

#main p {

width: 10em;

}

.huge {

font‐size: 10em;

font‐weight: bold;

text‐decoration: underline;

}

El estilo nested es muy útil cuando se generan hojas de estilos CSS muy complejas, ya que de un vistazo puedes entender toda su estructura.

### EL FORMATO :EXPANDED

Este estilo es más parecido al que utilizaría un diseñador/a al crear manualmente la hoja de estilos CSS. Cada propiedad y cada regla se muestran en una nueva línea, pero las reglas no se indentan de ninguna manera especial. Ejemplo:

#main {

color: #fff;

background‐color: #000;

}

#main p {

width: 10em;

}

.huge {

font‐size: 10em;

font‐weight: bold;

text‐decoration: underline;

}

### EL FORMATO :COMPACT

Este estilo ocupa menos líneas que los estilos nested o expanded y prioriza los selectores por encima de las propiedades. De hecho, cada regla CSS solamente ocupa una línea, donde se definen todas las propiedades. Las reglas anidadas se muestran seguidas unas de otras (sin ningún salto de línea) y solamente se añade una línea en blanco para separar los grupos de reglas CSS. Ejemplo:

#main { color: #fff; background‐color: #000; }

#main p { width: 10em; }

.huge { font‐size: 10em; font‐weight: bold; text‐decoration: underline; }

### EL FORMATO :COMPRESSED

Este estilo es el más conciso de todos porque no añade ningún espacio en blanco, salvo el que sea estrictamente necesario para separar los selectores. El único salto de línea que se añade es el del final del archivo. Este formato también realiza otras optimizaciones y compresiones en valores como los colores. Aunque no está pensado como formato para que lo lean los humanos, puede ser muy útil para comprimir al máximo las hojas de estilos CSS antes de servirlas a los usuarios. Ejemplo:

#main{color:#fff;background‐color:#000}#main p{width:10em}.huge{font‐size:10em;font‐we ight:bold;text‐decoration:underline}

## EXTENDIENDO SASS

Sass proporciona una serie de características adicionales para usuarios que tengan requerimientos muy especiales y dispongan de conocimientos avanzados de Ruby.

### DEFINIENDO FUNCIONES PROPIAS PARA SASS

Utilizando la API de Ruby es posible definir tus propias funciones. Consulta la [documentación oficial (http://sass- lang.com/documentation/Sass/Script/Functions.html#adding\_custom\_functions)](file:///C:\Users\Ainara\Desktop\documentación%20oficial%20(http:\sass-%20lang.com\documentation\Sass\Script\Functions.html) para saber cómo hacerlo.

### SISTEMAS DE CACHÉ

Sass cachea la compilación de los archivos Sass o SCSS originales para poder reutilizarlos cuando no se han producido cambios. Por defecto estos archivos se cachean en el directorio indicado por la opción :cache\_location.

Si no puedes cachear estos archivos en un directorio o quieres compartirlos entre varios procesos Ruby de diferentes máquinas, puedes crear tu propio sistema de caché y utilizarlo mediante la opción de configuración: cache\_store.

[Consulta la documentación de la clase CacheStores::Base (http://sass- lang.com/documentation/Sass/CacheStores/Base.html) para conocer](http://sass-lang.com/documentation/Sass/CacheStores/Base.html) todos los detalles sobre cómo crear tu propio sistema de caché.

### IMPORTADORES PROPIOS

Los importadores de Sass se encargan de encontrar los archivos Sass adecuados a partir de los valores proporcionados en las directivas @import. Por defecto el código siempre se importa desde algún directorio del sistema de archivos, pero también se puede cargar desde una base de datos o incluso mediante servicios web.

Cada importador se encarga de gestionar un tipo diferente de importación. Todos ellos se pueden configurar en la opción de configuración :load\_paths y se pueden utilizar junto a los importadores normales del sistema de archivos.

Cuando se resuelve el valor de una directiva @import, Sass recorre todos los importadores registrados hasta encontrar con alguno que pueda importar el valor indicado. Los importadores propios siempre deben heredar de la clase {Sass::Importers::Base} .